Abstract. Complex systems design faces the lack of seamless integration of model-based methods and techniques. In this paper we propose a framework that enables designers and architects to track the design decisions throughout the design process. It provides a mechanism to deduce the impact of each design decision on the system under design. Furthermore, it supports model and result management while analyzing and experimenting with models throughout the entire design cycle.

Introduction

This paper addresses the design of high-tech systems. High-tech systems are by definition constructed using cutting edge technology, and consequently embedded system technology plays a major and often even decisive role in such systems [Brinksma and Hooman 2008]. A large variety of high-tech systems exist, ranging from medical devices, such as a Magnetic Resonance Imaging, wafer scanners for IC lithography, to mobile phones, HDTVs, cars and airplanes.

The design process of high-tech systems is often characterized as being complex process resulting in complex products. These products are complex because getting the system overview is hard. The complexity originates from the increased number of product functions, as well as the increased difficulty of these functions, as well as the increasing number of people involved and the growing size of the international collaborations they work in, see, e.g., [Borches and Bonnema 2009]. The complexity of the design process is often detailed by other qualifications. Although we might not be complete we think system design faces three main challenges, namely: multidisciplinary development, concurrent engineering, and multiple formalisms.

Multi-disciplinarity is a challenge because multiple disciplines and specialists, such as mechanics, hardware and software, are simultaneously involved in system design, which requires interactive communication between the stakeholders in the disciplines with the aim of integrating them. High-tech systems are often developed according to a concurrent engineering approach, rather than along a linear process. Development phases are (partly) done in parallel to shorten development time, to increase quality and to reduce the development cost. This dynamic and flexible approach is needed to deal with the continuous change in requirements: the ‘Tsunami’ of functionality [Punter 2008]. Another driver for the need of concurrent engineering is that timing of new products is based on new technologies. For example, in the low-end TV market, TV-suppliers shop around each half year to find appropriate (quality versus cost) components for their TVs. The implication of concurrent engineering for the design is that specialists from a variety of teams are designing the same system simultaneously and the communication between them is crucial for early error detection, which is usually hampered by implicit assumptions and failing
communication of design decisions. Yet another challenge for the design process is working with *multiple modeling formalisms*. The main reason for modeling is rooted in the need to get answers to design questions about a system. A formalism is the syntax and semantics (the language) to describe a model covering those system parts that are relevant for, e.g., a performance analysis [Bosch, et al. 2007]. The instances of the formalisms are called models, e.g., a performance model. We observe that multiple formalisms are applied in industrial practice. The need for multiple modeling formalisms stems from their ability to answer different questions. Another observation that we made is that high-tech systems are hardly ever modeled in a complete way [Heemels, et al. 2006]. Rather only the critical parts are modeled. This is due to the fact that it is not cost effective to model the complete product.

This paper addresses the complexity of design processes, while in particular addressing the three challenges as stated before. It does not propose a new method or approach, but combines existing approaches and recent developments, like the approach proposed in [Heemels, et al. 2006], and presents a framework for system design instead. The result is a conceptual framework with a high-level method that encompasses the main constructs to reason when designing High-tech System Design. This framework is needed to position formalisms, models, tooling in a high-tech systems’ design flow.

**Concepts for design**

In the Boderc project [ESI 2006] a design methodology for high-tech systems was proposed [Heemels, et al. 2006]. It discusses the design process that should be used when having constraints like project duration and available man power. It proposes an approach how to focus the designing effort and time by two means – focused in-depth analysis (via modeling) on the most critical issues and using simple models to create insight in a design decision. The “high-level method” can be given as a collection of three steps – preparation of the design, selection of critical design aspects, and their evaluation.

In the preparation phase, the key drivers and requirements are identified as well as their realization concerns, and core domain knowledge is made explicit. The selection of critical design aspects covers activities related with identifying tensions and conflicts in a qualitative manner as well as gathering facts and identifying uncertainties to qualify the tensions and conflicts. The evaluation of design aspects comprises of building of small models and performing related measurements. These steps are to be used iteratively, so that progressive knowledge can be accumulated and applied.

The dynamic flow of information and the generic context of taking design decisions are shown in Figure 1. The iterative nature of the method can be followed through the steps as described above. For instance, once an evaluation gives conclusive answers on a particular issue coming from an identified realization of a concern via the selection of critical design aspects, a design decision can be taken. The iteration will proceed to a next issue of concern and all important information obtained during in-depth study of previous issues should eventually be consolidated in the core domain knowledge.

A further important aspect is the set of viewpoints that should be incorporated in the overall design of complex high-tech systems [ISO/IEC-42010 2007]. The architect is interested in an overall view on the problem, where all these viewpoints (different domain specialists with their concerns) are present simultaneously [Muller 2007]. The limitations of the human brain force the architect to create an overall view by quickly alternating the individual viewpoints. The order in
which the viewpoints are alternated is chaotic: problems or opportunities in one viewpoint trigger the switch to a related viewpoint.

![Diagram of the Boderc method](image)

Figure 1. Dynamic flow of information in the Boderc method

Finally, threads-of-reasoning as a means of integrating the set of views and the system qualities should be considered [Muller 2007]. They provide a way to observe and reason about specific system qualities or concerns by connecting customer needs, specifications, and design issues, and to connect them to the overall design and present core domain knowledge in the organization. That can be seen as a multi-view cause-effect or trade-off analysis, or just as an exploration of a particular system quality/concern.

**Discussion**

The Boderc design methodology for high-tech systems, which we have presented in the beginning of this paper, is an approach that has been applied in practice. The proposed framework aims at bridging the high-level method with existing design tools.

Many model-based and model-driven solutions that are applicable in design and development processes can be found. They can be mapped to each of the three levels of the proposed framework, i.e. being related to the design process, to the system structure and its interrelations, or to the detailed modeling of some system parts.

When considering the model-based tools used for detailed models, it can be observed that each of them focuses on a concrete modeling formalism. This formalism is used as a basis for tools providing answers to concrete questions such as absence of dead-lock, performance, and schedulability. Examples of tools of this group are Uppaal [Uppaal 2009], mCRL2 [mCRL2 2009], UML [OMG 2009(2)], Modelica [Otter, et al. 2007], and Matlab [Taylor and Kebede 1996], and many others. Some of them can be connected to other formalisms by means of model transformations, but as a whole, they are independent and not coupled. These tools have the
tendency to lock designers in the mode of using a single tool, even when design problems require other means.

The model-based approaches at the system level usually combine a number of formalisms and tools by means of model transformations. These usually are able to work with a limited set of formalisms and often are targeting one concrete domain, e.g. automotive [Schmidt 2006]. Examples are Ptolemy [Ptolemy 2009], SysML [OMG 2009(1)], AADL [Lewis and Feiler 2006], SystemC [Panda 2001], and Autosar [Autosar 2009]. The problem is that it is difficult to extend these tools in order to support other domains or to extend the set of tools which are supported. Another important issue is the lack of support for incomplete modeling, which – as earlier discussed – is an important ingredient to fit the actual industrial needs.

Another important group of methods and tools involved in the design and development cycle of a product is positioned at process level. These are the data repositories, requirement tracking tools, etc. Examples are Doors [IBM 2009(2)], ClearCase [IBM 2009(1)], and SVN [Collins-Sussman 2002]. They play a central role in the complete process, but the problem is that they do not track the process as a time-line and do not show the progress of models, architecture, and decisions. Often they are also too specific: coupled to a specific development process and design framework.

The integration of all these tools and harvesting their specific benefits and advantages has been targeted by the proposed framework in order to enable the designer to choose which ones he wants to use and to provide a “single point of truth” view on the system.

The conceptual framework setup

One way of classifying the variety of activities in a design process is according to their level of formality. On the one hand, more formal activities exist, which cover aspects like creating, manipulating, and analyzing concrete models. On the other hand, the more informal activities describe all the development steps that are made and the design decisions that are taken. These steps and decisions put all models in the context of the desired system. The informal activities can also be further distinguished: they are either activities related to the concrete design process or activities related to the design itself.

In order to support all design activities in a design process, a generic framework model is proposed (see Figure 2). The framework consists of three abstract levels or layers: design flow, design views, and models. The framework is designed to be generic and to be able to fit any existent design process or development life cycle, any discipline or specific view, and to enable the usage of any formalism required in the working process. Due to the genericity of the framework, multiple features can be added to support the designer solely based on the data, which is already present in the model. The ability to tailor this framework to the needs of a specific environment is considered an important usability issue.

Design flow

Designing as an activity can be described by two main ingredients – refining the designed system until a moment when a set of options is present and a decision has to be taken. If we try to represent this process, it will be tree-like and it will comprise of a number of nodes (design steps) and edges (design decisions or options). Often some design activities do not lead to the desired system (dead branches, dead ends), some possibilities are not explored further yet (alternatives), or the designer even follows a few options simultaneously in order to gain better in-depth insight in particular aspects of each option.
Design view

The design view may be considered as a specific representation of the system. It might represent a discipline (e.g. software, hardware, mechatronics, electronics, and material flow) or a specific aspect (e.g. performance, safety). Every view bears a unique decomposition of the system under design. For the decomposition empty structural basic blocks are used which form the skeleton of the view. These blocks may contain or may be contained in other blocks.

The basic blocks are used as a container of the detailed models. The blocks are formalism-independent and consider the model from a black box perspective. One block may
contain multiple models, each of which is developed in order to analyze a specific concern or quality of the system or parts of it. If multiple models are present in one block, they are not considered as redundant, because they may model different aspects of the same system block. The necessity of being able to accommodate multiple models is also based on the need of answering multiple design questions by analyses and the inability of any specific formalism to cover all required aspects.

Every block is characterized with a set of parameters. Each parameter might have a value, a unit, a range, and may have dependencies to other parameters. The parameters are used as a mechanism to couple blocks either within one or between multiple views. The interoperability of multiple formalisms and models is also enabled through these parameters. The basic block and the parameters that characterize it are used as an abstraction of the real detailed models. Due to the parameter dependencies, conflict detection between concrete parameters and their values – inputs or outputs of various models and their analysis results – can be used.

**Model**

The model part is the most formal activity within the design process. The need of modeling is based on the need of gaining in-depth knowledge of the system under design or its parts. Each model is expressed in its own formalism, which is suitable for analysis of specific aspects. The model usually has a number of inputs and is based on a set of assumptions, measurements, or even other models due to model transformations. The detailed model as a function of its formalism and inputs with their errors, unknowns, and uncertainties also has its own accuracy, credibility, and working range [Muller 2007].

In general, on one model multiple experiments can and will be performed. The type of experiment is limited by the set of tools that support the formalism and its abilities. The decision to store the results of a particular experiment is under control of the designer. The experiment should store data about the concrete tool used, its parameters, and the outputs/results. The results may be used for further decision taking, verification of assumptions or system qualities, specification of some system parts. The result may even be a model which in its turn is used for further analysis.

**Features**

A number of features can automatically be provided to support these activities due to the genericity of the model and the data that is provided by the user in the course of designing.

*Conflict detection.* Based on the data that is being stored in the framework during designing, a continuous conflict detection mechanism can be employed to support the user. It is based on the parameters, their values, and dependencies, and it continuously checks for incompatibilities. One important aspect of this is that if an experiment was run on a model and the result is used as an input parameter to another model as well, then in the moment the first model’s experiment yields a new result, the second model’s results are already obsolete. The need of reminding the designer to rerun an experiment would be of great use in practice as well as supportive information about the versions of the models and their state.

*Decision tree and impact of design decisions.* An important feature is the ability to deduce the impact of each design decision on the system under design. That can be obtained by differencing two steps and observing the changes in the design. This method can be also applied to a set of decisions and seeing their impact, but that can be applied only if they are in sequence with each other in the design process.
Model and result management. At each design step, the concrete state of modeling is preserved. That provides model management in the design process, allowing to step backwards when the design does not lead to the desired system and to continue from an already existent state of modeling instead of starting from scratch. The result management allows the designer to preserve concrete experimental setups and results, which (s)he considers to be the valuable ones.

Representations. By representing the design process in different ways, we can learn better about the work we do. For example just ordering the design flow along time line based on when design decision was taken and when we had to go back, we can learn about the type of mistakes we make. On Figure 3, can be see that the complete design process was restarted after some amount of work already done. Why? What went wrong? Look at the decisions taken and you may learn from it.

By having statistical representation of how many times a system block was touched in the process of taking decisions, we can see whether or not we really spend our time and effort on the components that were identified as critical or we underestimated some system parts (see Figure 4).

Reuse. Reuse of components or complete systems is common practice. But reuse does not always fit the new requirements and constraints. In order to be faster in adapting reused components/subsystems to the new context, it would be easier to reason about the new solution if the design of the reused subsystem is present and it is easier to find the available variation points in the design (see Figure 5).

Moreover, how often the knowledge of your organization walks out the door with the architect who decides to change his job. To avoid such situations, a process which stores all implicit knowledge in a single-point-of-truth would be very valuable. It also allows new employees to learn faster about the system and not wasting valuable time of specialists in discussions (at least in early stages, when the reason is just transfer of information).
When talking about concurrent engineering, issues as merging and branching have to be taken into account. Firstly, the simple case is just using a repository, which is in control of the distributed environment and a number of users in their specific roles.

Secondly, branch and merge can be needed in an organization where multiple teams are working concurrently and follow their own processes, but the results are integrated on regular bases (see Figure 6).

Similarly, if a number of teams work on the same new feature (in the context of a process which is driven by iterations introducing new features, not based on design decisions), it may be interesting to see the assumptions the other team makes while you are having your own understanding of the problem. In this context, the design flow introduces the concept of meta-flow, where multiple concrete flows can be part of one iteration/phase.

**Domain tailoring.** When introducing new methods and tools in the industry, issues such as the effort to change the way of working, suitability to familiar methods and/or tools, usability should be taken into explicitly account. For that reason, we strongly believe that the added value of the
The proposed framework comes with adding the opportunity of tailoring the framework to specific organizational needs. There are a number of aspects which should be flexible to changes in order to support the tailoring process, such as process, view, specific formalisms and tools.

The tailoring of process and views is seen as an extension of the current model. The idea of a meta-process can be used as an extension of the current model in two different ways – to support sub-flows in case of concurrent engineering or to support predefined iterations in a concrete product life cycle.

The extension of views can be based on domain specific languages with standard system decomposition instead of the proposed generic structural blocks as well as predefined set of system views. In this way, you can start with standard for your organization set of views and standard components instead of always starting with an empty project.

Another attractive opportunity is to support a specific set of formalisms and tools. In this way, the parameters characterizing the basic blocks can be automatically extracted and models can be generated on the basis of the system decomposition already present in the view. Special support for performing experiments, automatic invocation of tools and collecting of results can be added.

When talking about support to specific organizations or domains we can also consider issues such as support for organization-specific glossaries, taxonomies, and domain-specific phenomena (representation of standard relations and domain-specific laws). Depending on specific system view and its decomposition, support for design space exploration (e.g. Y-chart) or any other tools that may support the design process (help for finding design options and of the decision taking) can be provided as well.

**Exploration or cause-effect analysis.** Relationship based exploration, as discussed in [Sinha, et al. 2006], is designed for source code exploration. It allows to expand the visualization interactively from any starting point (method in a class) and to continue the exploration in any direction based on the provided information in the model relations (method calls) to other objects (classes). The method can be used in the framework by substituting the objects with system blocks and the calls with parameter dependencies. Following that basic idea, we can use it for showing and storing specific aspects of the system under design in cases where views reflect disciplines and the system qualities/concerns are spread among them (e.g. security, performance). It also can be applied for exploring the system views and store exploration traces for later use/reuse. These exploration traces can be also seen as the threads of reasoning introduced earlier.

**Case study**

In this section we present a case study that illustrates the framework that we presented before. The case is a new picking concept for warehouses that is developed in 2009 by Vanderlande Industries in Veghel, the Netherlands (http://www.vanderlande.com/).

The goal of the case study is to learn about the framework in a real environment, to show that the three levels of our framework are valid and that they are supportive to structure a design process in practice. Therefore we followed a part of the design process of a new picking concept. The reflection of this process is neither complete nor entirely correct, because it is a running project. Nevertheless, it is quite relevant to obtain early feedback on the framework in order to illustrate the basic idea underlying the concept. The sequence of design options and decisions was closely followed. We analyzed the main views that played a role during design, as well as collected the models that were made and analyzed by the development team.

The modular picking concept involves the integration of a large number of existing and new components, most of which are developed by partners. The development team consists of
members who have expertise that cover the most relevant activities that must be carried out during development. This is spread across economical and technical feasibility of specific components as well as system integration factors that influence the feasibility of the picking concept as a whole.

**Design flow**

The design flow, i.e., the sequence of design steps that are related by more or less explicit design decisions, is not trivial even for a relatively small team like the picking development team. The flow is driven by reduction of risks in order of relevance. The risks are estimated according to their probability of occurrence, their impact on the concept, and the uncertainty that exists about their possible solutions.

In almost all cases, the risk can be phrased as a tension between a number of (non-) functional requirements, such as system performance and cost. In general, many solutions exist to provide the required system functionality. A number of basic choices are asserted in order to make progress. Some of the very early choices have been largely indisputable, whereas most of the risk mitigation strategies involved relatively small changes or evolutions to the basic concept. Only in one case a significant redefinition of the basic module was made. At that point in time, two independent system performance models of the own concept as well as of a competitor's concept gave comparable evidence for severe deficiencies of the actual concept. In a time-line representation this will show as a long branch, sprouting from an early design step, indicating the reconsideration of multiple decisions that were taken since that time.

**Design views**

The applied design views that could be discerned were mainly functional and physical in nature. In an early phase of concept development this is not strange, as the functional view provides a refinement of the system requirements and the physical view provides the team members a tangible representation that they can reason about. Moreover, in logistics it is often the case that the mapping of functionalities on task executors (also called resources, to be identified with the physical components from the physical view) bears little redundancy, i.e., a single function is provided through a number of identical resources. This facilitates life when it comes to reasoning about different views on the system.

Discipline-specific views (like electrical or software engineering views) were not observed, but this would be rare in an early phase anyhow. First of all, the top level concept has to be detailed in smaller functional blocks in order to be able to think of possible solutions.

Towards the end of the studied period a part of the high level control of the total system has become candidate for a redesign. In this area the interaction with the proposed new software architecture is large: the currently available functional views of this part will be matched with
software building blocks in the near future. These can be viewed as physical blocks as well, although many people would refer to that view as the software which is mapped onto the hardware that runs that software.

**Models**

A lot of models have been made in the studied period. These models range from very basic Excel files to calculate averages and weighted sums of series of numbers to quite advanced simulations in Automod and SHESim/POOSL. We have studied the following aspects of the models and the modeling activities: the developer’s competence level, sustainability, interrelationships, and applied abstraction level.

**Developer’s competence level.** The effect that a formalism as well as the tool that implements it, should both be known by a developer in order to apply it, is trivially understood, but severely underestimated in terms of impact. The examples are abundant: many Vanderlande developers are knowledgeable in Excel and it is used frequently, the simulation engineers at Vanderlande are trained in Automod and they have a preference to apply that tool in analyzing simulation models, and SHESim/POOSL was applied by an already experienced user of that tool. Only one exception to this heuristic rule was observed: one developer learned to apply new knowledge about availability relationships between system and component levels.

**Sustainability.** We have also observed that some models are much longer lived than others, which means that the models do exist for a longer period of time, are regularly updated, and are used in a repetitive way throughout the design process. A good example of a sustainable model is the cost model that supports all system cost estimations in all phases of the development so far. It is a modular model in the sense that it connects to other standardized sources of information available in Vanderlande. The system cost estimations are made regularly in the project to benchmark the economical foresight of the concept. Many other models are made in a short period of time, analyzed, and only remembered in terms of their final results. An example is a model used to analyze the influence of keeping tasks in sequence on the overall system performance. The design was adapted as a result of this model, which originally showed a severe impact. The model results as such are remembered as a curve (a visual relationship) where the relative performance drops as a function of the task aggregation level under certain specific conditions.

**Interrelationships.** This brings us at the next observation when it comes to models, their inputs, and their results. The number of interrelations between models is limited, but quite crucial. Moreover, people tend to forget about one or two factors. Generally speaking, in logistics it is difficult to neglect the influence of the specific customer details. As a rule, types and quantifications of the customer's business processes have a significant influence on the logistic system. Now, especially for models that are analyzed by simulating them, these dependencies cannot be transferred in a transparent way from the input to the output. Therefore, the results of such models are explicitly dependent on specific customer data input, which is easily forgotten when conclusions are built on top of their results only.

**Levels of abstraction.** Logistic systems are difficult to model when it comes to their dynamic behavior. They consist of many interacting parts, but not that many that macroscopic, fluid-like models work sufficiently well. The difficulty of the models is reflected in the struggle of developers to make strong assumptions or abstract from a lot of details. On the other hand, the visualization of models that enables team members to understand the system's behavior and reason about it, calls for specification of details that are not yet relevant at the time the visualization itself is needed. Such temporary model inputs require the developers to stay alert on the goals of models,
their factual inputs and the necessary assumptions that were made in order to make the models work.

**Summary**

Considering the Vanderlande case as described above, one can infer a number of conclusions that serve as feedback to our presented framework. First of all, in the design flow we have observed that risks, unknowns, and uncertainties are strong drivers for how the detailing of system design is being done. This can be considered to be independent from the design steps and design decisions that we introduced earlier - it rather adds to it. Secondly, a number of different design views frequently pop up. Of course, this observation is strengthened by the fact that there are several architectural description methods that use a multi-view approach. Introducing a number of standard views into the framework has advantages and disadvantages, which will be weighted through further studies and discussions. Lastly, the model part appears to fit seamlessly in the framework approach: the interdependencies, input-output relations, assumptions, measurements, and model relationships were all observed in a relatively short and limited development process.

The presence of domain knowledge through experience of developers, past projects, known (heuristic) laws, or already present models in the framework would add tremendously to its usability. Therefore, we want to extend the framework – this is discussed in the next section.

**Outlook**

In this section we are extending our framework based on the lessons learned in the case study. This extension is about the core domain knowledge (see Figure 1) and it consists of the design decisions that have to be taken, the risks related to them with attached impact, uncertainty, and probability. Often this domain knowledge also contains possible architectural alternatives, the dependencies between these options, and the impact on the system qualities.

![Figure 7. Model of the core domain knowledge](image)

Modeling core domain knowledge requires a representation. Several representation forms are available: Y-chart [Kienhuis, et al. 1997], “4+1” views [Kruchten 1995], FBS/PBS
(functional/physical breakdown structure) [Liberti, et al. 2009], GOMS (goals, operators, methods, and selection rules) [Kieras and Knudsen 2006], GTA (groupware task analysis) [Veer, et al. 1996], etc. The framework should support a generic representation, which will allow to be tailored to a specific one. The commonality between them is that the system is represented by number of views, each of the views has its unique structure, and it may have formal, semiformal, or informal mapping between elements and views. Some of the architectural approaches allow storing alternatives for system parts. The alternatives may have dependencies, e.g. choosing a specific option may filter out/restrict the options present in other components or possible mappings to other views.

We further discuss the relationship between the framework and the core domain model. A branch from the design flow represents only one possible mapping of system views and elements (see Figure 7). Often in early stages of the design, more than one branch (design decision) is followed, respectively multiple mappings are explored, in order to gain more knowledge about the system under design. It is interesting to see that different usages can be envisioned. For example, when designing a system without much prior domain knowledge, it is possible to explore one or more design options in order to gain it. But once the design domain and its dependencies become more familiar, the design process may be driven by the accumulated knowledge as in the Vanderlande Industries case the process is driven by the risks associated with the design options. This process may be assisted by optimization or domain space analysis/exploration methods if multiple alternatives are present.

**Conclusions**

In this paper, we have presented a conceptual framework of a design methodology that has been applied in practice. The main value of our framework is the integrated support of design activities, covering three related but different levels – process (design flow), system decomposition (views), and models and analyses. What especially distinguishes this framework from others is: 1) flexibility of using different tools and formalisms which enables you to deal with model heterogeneity, 2) design-time error detection by keeping the dependencies explicit between design decisions, system elements, and models, 3) support for incomplete modeling, and 4) the ability to show the impact of each design decision on the system under design.
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