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**Abstract**

This is an experience report on the architectural re-engineering of a large software portfolio. In order to minimize the risks of such an undertaking, companies tend to be conservative when considering their options. We have examined how this risk-averse attitude affects the project and we present the solution we have taken to counter these effects.
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1 Introduction

Very few IT projects are delivered on “Greenfield” sites anymore. Most businesses already have a significant and complex IT environment. Some are so complex that they could be considered contaminated or polluted by their complexity [3]. Such environments are called Brownfield sites.

Although the costs and, especially, the risks associated with decontaminating such a software system are generally high [1], they cannot always be avoided, for instance when third-party components become end-of-life. In order to minimize the risks, companies tend to be conservative when considering their options.

In the context of an industrial reengineering project we have examined how the conservatism affects the project and chosen solution. Next to that, we provide our approach for countering this effect.

2 A real world modification example

The CLINAPP project was carried out at the business unit magnetic resonance imaging (MRI) of Philips Healthcare. In an effort to consolidate not only multiple user interfaces (300-500 KLOC each), which were in use at the business unit MRI, but also various other in-house developed user interfaces of other business units, a basic user interface framework was developed by an independent department within Philips Healthcare. The goal of the pre-study, which is described in this article, was to explore alternative solutions, identify potential pitfalls and provide the basis for an estimate of the amount of effort required to transfer the clinical post processing applications like diffusion, angiography, spectroscopy and functional MRI to this new framework.

**Summary of the system**  
For the purpose of this paper, we have looked at a single clinical application used for post processing images coming from an MRI scanner. This application consists of nearly 90,000 LOC, written primarily in C#, spread over 22 building blocks [5]. The entire software archive consists of about 7 million lines of code mostly consisting of C, C++, and C#, spread over nearly 600 building blocks.

3 Analysis of the re-engineering problems

The approach we followed for this project covers three basic steps. We will be going into each of these steps and describe our experiences together with some of the findings we made.

**Survey**  
As legacy systems rarely have an accurately documented architecture [4] other sources of information have to be used as well in order to get an insight into the current system. Although diving into the source code can be useful, the amount of information is usually overwhelming. Therefore it is much more informative to start with interviewing system experts and running different test scenarios in order to get a high-level overview of the current system. Using this information, the current framework can be compared to the new framework.

As part of the survey, two possible scenarios were examined for transferring the existing software: encapsulation (wrapping) and migration. Although migration seemed
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1An introduction into MRI and post processing can be found here: [http://en.wikipedia.org/wiki/MRI](http://en.wikipedia.org/wiki/MRI).
a much more complex undertaking than wrapping, if successful, migration’s long-term benefits are also greater. For example, migration offers more flexibility, better system understanding, easier maintenance, and, in the long term, reduced costs [2].

However, the focus of the survey was on the mismatch between the old and new framework, even though the overlap between the two was much larger. In this way, the risks of migration were exaggerated and the opportunities were overlooked as we will see later.

Isolate After the initial survey, the next step in the project was to isolate the core of the clinical application, which could then serve as a starting point for identifying its dependencies and transferring the application to the new framework.

Figure 1 shows conceptually how the core is surrounded by a layer of dependencies. Depending on the way in which the application is transferred to the new framework, this layer can be thicker (wrapping) or thinner (migration). However, a natural preference exists in favor of keeping this “insulating” layer thick in order to stay away from the business logic of the application and limit any risks due to changes to the core.

In the case of the clinical application, we performed the migration and showed that the migrated application consisted of 10 KLOC (i.e. the business logic + some of the required dependencies in Figure 1) as opposed to 90 KLOC for the wrapped application (i.e. the business logic + all of the required dependencies in Figure 1). Although a reduction in size was expected, the extent came as a surprise. As the initial survey had focused on the mismatches, the amount of overlap between the old and new framework, had been underestimated. The new framework thus provided the opportunity of reducing the maintenance effort. However, what the pilot study also showed was that the migration was more time consuming as well as more risky compared to wrapping (although not to the extent which was initially expected).

All things considered, the architects involved agreed that migration could actually be a viable solution. In the end wrapping was still chosen for performing the transfer, but migration is now considered for the clinical applications as part of regular maintenance.

4 Conclusion

In projects such as the CLINAPP project the people involved tend to be risk-averse and choose the safest solution. The potential payoff of other solutions is outweighed by the perceived additional risk. Unfortunately, this also means that only the safest solution is examined in any detail. In the case of the CLINAPP project, migration was not seriously considered until the extent to which the lines of code could be reduced and the architectural match was shown.

Sneed [6] mentioned that one way of reducing the user program rejection is to involve the users in the reengineering effort. From the experiences in the CLINAPP project we have learned that, in order to remove the initial rejection of a reengineering solution, users should be involved in one or more pilot studies to get a first-hand feel for the possible merits of each solution.
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